回溯法：模板、套路、简化写法
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各位题友大家好！ 今天是 [**@负雪明烛**](https://leetcode-cn.com/u/fuxuemingzhu/) 坚持日更的第 **66** 天。今天力扣上的每日一题是「[90. 子集 II](https://leetcode-cn.com/problems/subsets-ii/" \t "_blank)」。

**解题思路**

这个题是 [78. 子集](https://leetcode-cn.com/problems/subsets/) 的变形。

**回溯法**

一般情况下，看到题目要求「所有可能的结果」，而不是「结果的个数」，我们就知道需要暴力搜索所有的可行解了，可以用「回溯法」。

「回溯法」实际上一个类似枚举的搜索尝试过程，主要是在搜索尝试过程中寻找问题的解，当发现已不满足求解条件时，就「回溯」返回，尝试别的路径。

**回溯法**是一种算法思想，而**递归**是一种编程方法，回溯法可以用递归来实现。

回溯法的整体思路是：搜索每一条路，每次回溯是对具体的一条路径而言的。对当前搜索路径下的的未探索区域进行搜索，则可能有两种情况：

1. 当前未搜索区域满足结束条件，则保存当前路径并退出当前搜索；
2. 当前未搜索区域需要继续搜索，则遍历当前所有可能的选择：如果该选择符合要求，则把当前选择加入当前的搜索路径中，并继续搜索新的未探索区域。

上面说的未搜索区域是指搜索某条路径时的未搜索区域，并不是全局的未搜索区域。

回溯法搜所有可行解的模板一般是这样的：

res = []

path = []

def backtrack(未探索区域, res, path):

if path 满足条件:

res.add(path) # 深度拷贝

# return # 如果不用继续搜索需要 return

for 选择 in 未探索区域当前可能的选择:

if 当前选择符合要求:

path.add(当前选择)

backtrack(新的未探索区域, res, path)

path.pop()

backtrack 的含义是：未探索区域中到达结束条件的所有可能路径，path 变量是保存的是一条路径，res 变量保存的是所有搜索到的路径。所以当「未探索区域满足结束条件」时，需要把 path 放到结果 res 中。  
path.pop() 是啥意思呢？它是编程实现上的一个要求，即我们从始至终只用了一个变量 path，所以当对 path 增加一个选择并 backtrack 之后，需要清除当前的选择，防止影响其他路径的搜索。

**提醒**

下面的**正规写法**对应了全局共享一个 path 的写法，**简化写法**是每次新建 path。**这里是一个容易出错的细节**。

* 正规写法中全局共享一个 path，每次添加到 res 中，需要深度拷贝。python中是需要 copy.deepcopy(path) ；C++ 的 vector 的 push\_back() 函数，本身就是深度拷贝。另外由于是全局的 path，因此每次需要对 path 进行 push 和 pop 操作，
* 简化写法的 Python 解法在每次搜索位置区域的时候，使用的是产生一个新数组 path + [s[:i]] ，这样好处是方便：不同的路径使用的是不同的 path，因此不需要 path.pop() 操作；而且 res.append(path) 的时候不用深度拷贝一遍 path。

**一：求不含重复元素的数组的子集**

**正规写法**

对于 [78. 子集](https://leetcode-cn.com/problems/subsets/) 而言，找出没有重复数字的数组所有子集，按照模板，我们的思路应该是这样的：

1. **未探索区域**：剩余的未搜索的数组 nums[index: N - 1] ；
2. **每个 path 是否满足题目的条件**： 任何一个 path 都是子集，都满足条件，都要放到 res 中 ;
3. **当前 path 满足条件时，是否继续搜索**：是的，找到 nums[0:index-1] 中的子集之后， nums[index] 添加到老的 path 中会形成新的子集。
4. **未探索区域当前可能的选择**：每次选择可以选取 s 的 1 个字符，即 nums[index] ；
5. **当前选择符合要求**：任何 nums[index] 都是符合要求的，直接放到 path 中；
6. **新的未探索区域**：nums 在 index 之后的剩余字符串， nums[index + 1 : N - 1] 。

上面分析了那么多，让我们看看代码怎么写。由于每个path都是一个子集，都满足条件，所以就省略了一个 if 判断，并且由于当前 path 满足条件时，应该继续搜索，所以也省略了 if 中的 return 语句。

* Python
* C++

class Solution(object):

def subsets(self, nums):

res, path = [], []

self.dfs(nums, 0, res, path)

return res

def dfs(self, nums, index, res, path):

res.append(copy.deepcopy(path))

for i in range(index, len(nums)):

path.append(nums[i])

self.dfs(nums, i + 1, res, path)

path.pop()

我们发现代码比讲解简单。 for 循环的意义是说，从后续元素 nums[index:N-1] 中挑选剩余元素的时候，每个元素都有选和不选两个状态。

**简化写法**

上面是正规的回溯写法，如果想偷懒，可以每次在搜索的时候都新建一个 path 变量，而不是复用全局的 path。那么代码可以更精简。

如下面所写，每次寻找新的子集的时候，都新建了一个 path，因为 path + [nums[i]] 返回的是一个新的列表，放在函数的参数里面，每次传过来的都是新的，所以 res.append(path) 时不用深度拷贝。

* Python

class Solution(object):

def subsets(self, nums):

res = []

self.dfs(nums, 0, res, [])

return res

def dfs(self, nums, index, res, path):

res.append(path)

for i in xrange(index, len(nums)):

self.dfs(nums, i + 1, res, path + [nums[i]])

**二：求包含重复元素的数组的子集**

**正规写法**

如果你能理解上面的回溯法，那么包含重复元素的数组的子集，只不过一个小的改进。

比如说求 nums = [1,2,2] 的子集，那么对于子集 [1,2] 是选择了第一个 2，那么就不能再选第二个 2 来构成 [1,2] 了。所以，此时的改动点，就是先排序，每个元素 nums[i] 添加到 path 之前，判断一下 nums[i] 是否等于 nums[i - 1] ，如果相等就不添加到 path 中。

* Python
* C++

class Solution(object):

def subsetsWithDup(self, nums):

res, path = [], []

nums.sort()

self.dfs(nums, 0, res, path)

return res

def dfs(self, nums, index, res, path):

res.append(copy.deepcopy(path))

for i in range(index, len(nums)):

if i > index and nums[i] == nums[i - 1]:

continue

path.append(nums[i])

self.dfs(nums, i + 1, res, path)

path.pop()

**简化写法**

* python

class Solution(object):

def subsetsWithDup(self, nums):

res = []

nums.sort()

self.dfs(nums, 0, res, [])

return res

def dfs(self, nums, index, res, path):

if path not in res:

res.append(path)

for i in range(index, len(nums)):

if i > index and nums[i] == nums[i - 1]:

continue

self.dfs(nums, i + 1, res, path + [nums[i]])

**刷题心得**

我很喜欢刷回溯法的题目，因为模板是类似的。
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